**Experiment 5: Kruskal/Prims Algorithm**

**AIM:** To study & implement the Kruskal/Prims Algorithm (using Greedy approach)

**THEORY:**

The Kruskal and Prim's algorithms are two fundamental approaches in graph theory used for finding the minimum spanning tree (MST) of a connected, undirected graph. Both algorithms employ a greedy strategy, making locally optimal choices at each step with the goal of finding the globally optimal solution, i.e., the minimum spanning tree.

Kruskal's Algorithm:

Kruskal's algorithm starts by sorting all the edges of the graph in non-decreasing order of their weights. It then iterates through these sorted edges, adding each edge to the MST if it does not create a cycle. It maintains a forest of trees initially, where each tree is a single vertex. As it adds edges to the MST, it merges smaller trees into larger ones until all vertices are connected.

The key idea behind Kruskal's algorithm is the disjoint-set data structure, which efficiently keeps track of the connected components of the graph. This data structure allows the algorithm to determine whether adding an edge creates a cycle in near-constant time.

Prim's Algorithm:

Prim's algorithm, on the other hand, starts with an arbitrary vertex as the initial MST and then grows the MST one vertex at a time. At each step, it selects the edge with the minimum weight that connects a vertex in the MST to a vertex outside the MST. This process continues until all vertices are included in the MST.

Prim's algorithm relies on the concept of priority queues, where vertices are prioritized based on their minimum edge weight connecting them to the MST. It maintains a set of vertices in the MST and updates the priorities of vertices adjacent to the MST as edges are added.

Comparing the Algorithms:

Both Kruskal's and Prim's algorithms guarantee the construction of a minimum spanning tree, but they differ in their implementations and efficiencies.

Kruskal's algorithm is generally preferred for sparse graphs, where the number of edges is much less than the number of vertices. Its time complexity is O(E log E), where E is the number of edges.

Prim's algorithm, on the other hand, is more efficient for dense graphs, where the number of edges is close to the number of vertices. Its time complexity is O(V^2) with a simple array-based implementation and can be improved to O(E + V log V) using more advanced data structures like Fibonacci heaps.

**CODE:**

**Kruskal algorithm:**

**#include <stdio.h>**

**#include <stdlib.h>**

**#define MAX\_VERTICES 100**

**#define MAX\_EDGES 100**

**typedef struct {**

**int u;**

**int v;**

**int weight;**

**} Edge;**

**typedef struct {**

**int parent;**

**int rank;**

**} Subset;**

**int find(Subset subsets[], int i) {**

**if (subsets[i].parent != i)**

**subsets[i].parent = find(subsets, subsets[i].parent);**

**return subsets[i].parent;**

**}**

**void Union(Subset subsets[], int x, int y) {**

**int xroot = find(subsets, x);**

**int yroot = find(subsets, y);**

**if (subsets[xroot].rank < subsets[yroot].rank)**

**subsets[xroot].parent = yroot;**

**else if (subsets[xroot].rank > subsets[yroot].rank)**

**subsets[yroot].parent = xroot;**

**else {**

**subsets[yroot].parent = xroot;**

**subsets[xroot].rank++;**

**}**

**}**

**int comparator(const void\* a, const void\* b) {**

**return ((Edge\*)a)->weight - ((Edge\*)b)->weight;**

**}**

**void kruskalMST(Edge edges[], int V, int E) {**

**Edge result[V];**

**Subset subsets[V];**

**int e = 0, i = 0;**

**for (i = 0; i < V; ++i) {**

**subsets[i].parent = i;**

**subsets[i].rank = 0;**

**}**

**qsort(edges, E, sizeof(Edge), comparator);**

**i = 0;**

**while (e < V - 1 && i < E) {**

**Edge next\_edge = edges[i++];**

**int x = find(subsets, next\_edge.u);**

**int y = find(subsets, next\_edge.v);**

**if (x != y) {**

**result[e++] = next\_edge;**

**Union(subsets, x, y);**

**}**

**}**

**printf("Edges in the minimum spanning tree:\n");**

**for (i = 0; i < e; ++i)**

**printf("%d -- %d\tWeight: %d\n", result[i].u, result[i].v, result[i].weight);**

**}**

**int main() {**

**int V = 4; // Number of vertices**

**int E = 5; // Number of edges**

**Edge edges[MAX\_EDGES] = {{0, 1, 10}, {0, 2, 6}, {0, 3, 5}, {1, 3, 15}, {2, 3, 4}};**

**kruskalMST(edges, V, E);**

**return 0;**

**}**

**Output**
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**Prim’s Algorithm:**

**#include <stdio.h>**

**#include <stdlib.h>**

**#include <limits.h>**

**#define MAX\_VERTICES 100**

**int minKey(int key[], int mstSet[], int V) {**

**int min = INT\_MAX, min\_index;**

**for (int v = 0; v < V; v++)**

**if (mstSet[v] == 0 && key[v] < min)**

**min = key[v], min\_index = v;**

**return min\_index;**

**}**

**void printMST(int parent[], int graph[MAX\_VERTICES][MAX\_VERTICES], int V) {**

**printf("Edges in the minimum spanning tree:\n");**

**for (int i = 1; i < V; i++)**

**printf("%d -- %d\tWeight: %d\n", parent[i], i, graph[i][parent[i]]);**

**}**

**void primMST(int graph[MAX\_VERTICES][MAX\_VERTICES], int V) {**

**int parent[V];**

**int key[V];**

**int mstSet[V];**

**for (int i = 0; i < V; i++)**

**key[i] = INT\_MAX, mstSet[i] = 0;**

**key[0] = 0;**

**parent[0] = -1;**

**for (int count = 0; count < V - 1; count++) {**

**int u = minKey(key, mstSet, V);**

**mstSet[u] = 1;**

**for (int v = 0; v < V; v++)**

**if (graph[u][v] && mstSet[v] == 0 && graph[u][v] < key[v])**

**parent[v] = u, key[v] = graph[u][v];**

**}**

**printMST(parent, graph, V);**

**}**

**int main() {**

**int V = 5; // Number of vertices**

**int graph[MAX\_VERTICES][MAX\_VERTICES] = {**

**{0, 2, 0, 6, 0},**

**{2, 0, 3, 8, 5},**

**{0, 3, 0, 0, 7},**

**{6, 8, 0, 0, 9},**

**{0, 5, 7, 9, 0}**

**};**

**primMST(graph, V);**

**return 0;**

**}**

**OUTPUT:**

**![](data:image/png;base64,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)**

**CONCLUSION:**

In summary, both Kruskal's and Prim's algorithms offer efficient solutions to the minimum spanning tree problem. Kruskal's algorithm focuses on sorting edges by weight and then greedily adding them to the MST, while Prim's algorithm starts with a single vertex and grows the MST incrementally. The choice between the two algorithms often depends on the characteristics of the graph being analyzed, with Kruskal's algorithm preferred for sparse graphs and Prim's algorithm for dense graphs.